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1) Modify the multicycle-cycle ARM processor to implement the BL instruction.  Mark up 
copies of the controller, main decoder, ALU decoder, and datapath (attached) to handle 
the new instruction as simply as possible.  Name any control signals you need to add. 

 
2) Goliath Corp claims to have a patent on a three-ported register file.  Rather than fighting 

Goliath in Court, you offer to design a new register file with only two ports.  Port 1 can 
be read or written, and port 2 is read-only.  Redesign the multicycle datapath and 
controller (attached) to use your new register file.  

 
3) How long would your processor from the previous question take to execute the 10-billion 

instruction program from Example 7.6?  Assume your new register file has 30% lower 
clk-to-Q and setup time because it has fewer ports but ordinary registers and other blocks 
have delay unchanged. 

 
4) Do Exercise 7.28 from the textbook. 

 
5) Do Exercise 7.30 from the textbook. 

 
6) Impact on Society: Write a thoughtful paragraph describing a concrete example of how the 

skills you have developed in E85 may be applicable to another field of engineering in 
which you are interested in practicing.   

 
How long did you spend on this problem set?  This will not count toward your grade but will 
help calibrate the workload. 
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Problem 1: Mark up datapath and controller to implement BL 

 

 

before sending it to PCWrite, RegWrite, and MemWrite so that updated
condition flags are not seen until the end of an instruction. The remainder
of this section develops the state transition diagram for the Main FSM.

The Main FSM produces multiplexer select, register enable, and
memory write enable signals for the datapath. To keep the following state
transition diagrams readable, only the relevant control signals are listed.
Select signals are listed only when their value matters; otherwise, they
are don’t care. Enable signals (RegW, MemW, IRWrite, and NextPC)
are listed only when they are asserted; otherwise, they are 0.

The first step for any instruction is to fetch the instruction frommemory
at the address held in the PC and to increment the PC to the next instruction.
The FSM enters this Fetch state on reset. The control signals are shown in
Figure 7.32. The data flow on this step is shown in Figure 7.33, with the
instruction fetch highlighted in blue and the PC increment highlighted
in gray. To read memory, AdrSrc= 0, so the address is taken from the PC.
IRWrite is asserted to write the instruction into the instruction register, IR.
Meanwhile, the PC should be incremented by 4 to point to the next instruc-
tion. Because the ALU is not being used for anything else, the processor can
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Figure 7.30 Complete multicycle processor
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S0: Fetch
AdrSrc = 0
AluSrcA = 1
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Problem 2: Mark up datapath and controller to eliminate a register file port. 

 

 

before sending it to PCWrite, RegWrite, and MemWrite so that updated
condition flags are not seen until the end of an instruction. The remainder
of this section develops the state transition diagram for the Main FSM.

The Main FSM produces multiplexer select, register enable, and
memory write enable signals for the datapath. To keep the following state
transition diagrams readable, only the relevant control signals are listed.
Select signals are listed only when their value matters; otherwise, they
are don’t care. Enable signals (RegW, MemW, IRWrite, and NextPC)
are listed only when they are asserted; otherwise, they are 0.

The first step for any instruction is to fetch the instruction frommemory
at the address held in the PC and to increment the PC to the next instruction.
The FSM enters this Fetch state on reset. The control signals are shown in
Figure 7.32. The data flow on this step is shown in Figure 7.33, with the
instruction fetch highlighted in blue and the PC increment highlighted
in gray. To read memory, AdrSrc= 0, so the address is taken from the PC.
IRWrite is asserted to write the instruction into the instruction register, IR.
Meanwhile, the PC should be incremented by 4 to point to the next instruc-
tion. Because the ALU is not being used for anything else, the processor can
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